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Abstract

Teachers know that interesting questions can stimulate thinking and invite participation. Class exercises are designed to make use of questions to engage students in active learning. In a project toward building a community skilled in software verification and validation (SV&V), we critically review and further develop course materials in the software engineering curriculum for an undergraduate course teaching SV&V. The project involves the joint effort with many other academic institutions and industry partners. There are four topic areas of Software Engineering in our focus: Requirements Engineering, Software Review, Configuration Management, and Testing. We see class exercises as active learning tools for the students in our flipped classroom approach. We present our design of the class exercise: in its generic components envisioning how it may be used in general, but also its use in selected examples to illustrate these components. The class exercise design also includes the outcome objectives to indicate how the course design meets the learning outcome criteria for ABET accreditation. Our initial implementation is ready for sharing and to invite review and use, as well as comment for further refinement.
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1. INTRODUCTION

Teaching software engineering at the college level requires balance between the knowledge and hands-on experience. This is especially the case at the undergraduate level when students have just acquired proficiency in programming but are generally short on the appreciation of the practice of software development processes in industry. Funded by an NSF-TUES Grant (National Science Foundation: Transforming Undergraduate Education in Science), our project focuses on teaching software verification and validation (SV&V) at the undergraduate level. The basic objective of the project is to enhance the quality of software engineering education by increased student engagement in learning as well as bridging the gap between the theoretical knowledge discussed in the classroom and the complexity of real world...
problems. This endeavor will promote SV&V awareness and increase SV&V practitioners skilled in the practice. The goal is to improve product and process quality levels throughout the software development community, resulting in larger and better skilled SV&V community. Section 2 will briefly describe the background, scope and rationale of the research project.

The project is carried out through an academic-industry partnership. The entire team involves 2 academic development partners, 5 industry development partners and 12 academic implementing partners. In the project, we join with the academic and industry partners to critically review the existing course materials against current methods and best practices. We then refine and further develop the course to address the gaps and inadequacies. To engage the students in active learning, we practice the flipped or inverted classroom approach (Strayer 2012; Bishop & Verleger 2013; Frydenberg 2013), and basically use the class time for activities requiring the students to review lecture and other reading materials beforehand. During the class time, we apply active learning tools to engage the students. Section 3 will describe the specific topic areas of focus in SV&V and the tools designed and developed.

In this paper we present the class exercises, primarily for class discussion in concert with the other learning tools. Section 4 will describe the design of the class exercise, generically for use in different settings, identifying the components included there. We also illustrate each component of the class exercise in examples to show how the tool is used in the specific topic area of SV&V.

Section 5 presents an example of a class exercise and how it is implemented in a classroom setting. Section 6 shows the pedagogical evaluation strategy of the class exercises to facilitate support for our hypothesis that active, engaged learning will enhance student experience, interests and learning. Finally Section 7 will present the summary conclusion of our initial implementation, and an invitation to IS educators to participate in sharing access to these tools for use and evaluation.

2. BACKGROUND AND RATIONALE

Software quality is not just a critical issue in the software industry, but it also becomes crucial in many aspects of today’s information society at large. With software products being ubiquitous, it is a factor in privacy of information, in legal matters of liability, as well as national security. The fundamental challenge to a solution to improve software quality is in the people and processes that develop and produce the software products. Even after decades of development, the software industry continues to considerable time and resources to deal with the problem. Much of the improvement can be attributed to the implementation of standards and practices. One of them is SV&V, but survey shows that it is simply not adequately practiced in the software industry. (Rakitin, 2013). Acharya et al (2014) reasoned that firstly, there is not enough awareness of the SV&V benefits, and secondly, the lack of practitioners who understand the SV&V topics and processes sufficiently.

The research project therefore aims at the root cause in the lack of SV&V courseware for effective education in academia and on-the-job training in industry. We gather together partners from academic institutions and the software industry to critically review our existing course materials in joint effort, to identify the gaps and inadequacies when checked against current methods and best practices. Then we refine the lecture materials and develop active learning tools for teaching SV&V. We modularize the teaching materials and tools in small modules and generic formats for adaptation to various settings. We plan the ready integration into an undergraduate software engineering curriculum, but also easy adaptation for industry use in on-the-job training. The project’s goal includes the committed support from academia and industry to sustain growth and further development for a skilled SV&V community.

Our hypothesis is that the exercises would be effective learning tools for students since they facilitate student learning by doing and subsequently applying what they learn to solve problems in the real world. These focused exercises would enhance the understanding of the underlying theoretical concepts presented in class (and in preparatory reading) and provide a context for their application. Several class exercises developed in this work will allow the students to gain insight into the entire life cycle of software testing process including planning, designing, implementing, recording, reporting and managing aspects of the process.
3. TOPICS AND LEARNING TOOLS

The course enhancement effort is guided by the following four specific SV&V topic areas.

- Requirements engineering,
- Software review,
- Configuration managements, and
- Testing.

We identified these as the critical areas in the software engineering process. The SV&V course modules are therefore based on each of these topics.

For each of these SV&V topic areas, we develop active learning tools to be used in the course modules. These learning tools include the following:

**Case Studies**
Case studies are drawn from industry SV&V practices. Students are presented industry standard documents for review to prepare for the tasks. These tasks may be resolution of review conflicts in the Software Requirements Specification (SRS) document, or compliance to security standards, or drafting of testing plans from use cases, but certainly are not limited to these. A more extensive coverage of the study cases developed is being disseminated in other publications (Manohar et al., 2015).

**Role-play Videos**
Often produced from the scripts first drafted by our industry partners and confirmed by the testimonies shared in focus group discussions, role-play videos provide a realistic picture for the audience to appreciate many SV&V processes in practice. These may show how peer code review is done, and how potential tension or conflict may arise, or the tedious detailed nature of requirements solicitation.

**Class Exercises**
Based on the context of the class module, class exercises are designed for the class time to explicitly raise questions to invite student participation. It may be questions to think further into the concepts for a deeper understanding, or practice using their knowledge with hands-on practice for problem solving. There are many ways of using class exercises. For a small class, the teacher may simply use the exercise to engage the students in discussion and practice. For larger classes, the students can form small groups to use the class exercise as instrument leading to group projects.

Woods and Howard (2014) effectively used class exercises for Information Technology students to study ethical issues. Day and Foley (2006) used class time exclusively for exercises, having their students prepare themselves with materials provided online. Bishop and Verleger (2013) presented a comprehensive survey of the research in different ways of using class exercises, often referred to as the “flipped” classroom.

The research project is on-going, but the initial implementation of the learning modules is ready for sharing and review. The following sections will describe in further details the class exercises for the SV&V course.

4. COMPONENTS OF A CLASS EXERCISE

Each class exercise consists of the following components:

- Exercise Description,
- Instruction Notes,
- Student Handout,
- Assessment Instrument.

**Figure 1. Exercise Description**

The Exercise Description provides the general information about the exercise. That includes the module name, the focus topic area, any prerequisite knowledge, ABET learning outcomes,
keywords, expected delivery duration, and a single sentence description of what the student is supposed to do in the exercise. Figure 1 illustrates the Exercise Description in a template, filled out as Class Exercise for distinguishing between business requirements and functional requirements.

The Instruction Notes describes for the teacher how to deliver the exercise in class. It may serve as a guide card for the teacher about this exercise, but it includes materials the teacher may need to use for the exercise, such as a slide set presentation. It may also serve as a checklist, a reminder about what to do, such as administering the assessment instrument at the conclusion of the class. Figure 2 illustrates that for the exercise in Requirements Engineering.

Student Handout includes everything the student need to participate in the class exercise. Quite often it is the work sheet for the student. But it may also include other documents or artifacts for review, or tools for use. The teacher will need to prepare sufficient number for the students to use or to share. In this example of Business Requirements versus Functional Requirements exercise, the Student Handout is a work sheet, illustrated in Figure 3 below.

The Assessment Instrument is a simple survey primarily for indirect assessment of student learning outcome, and also for student feedback. It is designed for generic use in every exercise, to be completed quickly at the conclusion of the class exercise. Figure 4 below is the assessment instrument for the exercise.

Our initial implementation at the time of this writing has completed 14 exercises, of total expected delivery time at 650 minutes. Table 1 below lists the module names each with its time duration, categorized in the four SV&V focus areas.

We have used only one class exercise module in Requirements Engineering to illustrate the use of the class exercise components. Most of the class exercises listed here have been reviewed in focus groups of academic and industry partners. In August, 2015, a one-and-a-half day workshop has been organized for project partners and
other invited participants to jointly learn and review all the learning tools we have developed: Case Studies, Videos, and Class Exercises. Seven institutions are committed to attend and five others are being invited. We will be sharing these tools and will further discuss delivery strategies. Since the project is funded by the National Science Foundation, these course materials will be made available at the National Science Digital Library’s national portal.

<table>
<thead>
<tr>
<th>focus area</th>
<th>CLASS EXERCISE</th>
<th>min</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements Engineering</td>
<td>Business Requirements vs Functional Requirements</td>
<td>25</td>
</tr>
<tr>
<td></td>
<td>Ambiguity in Requirements</td>
<td>50</td>
</tr>
<tr>
<td></td>
<td>Customer Needs Statements to User Requirements</td>
<td>25</td>
</tr>
<tr>
<td></td>
<td>Customer Needs Statements to Use Case Text or Use Case Diagram</td>
<td>25</td>
</tr>
<tr>
<td></td>
<td>Clarifying User Requirements</td>
<td>25</td>
</tr>
<tr>
<td>Configuration Management</td>
<td>Research on Existing Tools</td>
<td>50</td>
</tr>
<tr>
<td></td>
<td>Famous Bugs</td>
<td>50</td>
</tr>
<tr>
<td></td>
<td>Using a Configuration Management Tool</td>
<td>50</td>
</tr>
<tr>
<td>Software Review</td>
<td>Code Inspection</td>
<td>100</td>
</tr>
<tr>
<td></td>
<td>Walkthrough</td>
<td>50</td>
</tr>
<tr>
<td></td>
<td>Review a given SRS with Checklist</td>
<td>50</td>
</tr>
<tr>
<td>Testing</td>
<td>Testing Tools</td>
<td>50</td>
</tr>
<tr>
<td></td>
<td>Test Cases for a Given Requirement</td>
<td>50</td>
</tr>
<tr>
<td></td>
<td>Writing a Test Report</td>
<td>50</td>
</tr>
</tbody>
</table>

**TOTAL 650

Table 1. Class Exercises

5. AN EXAMPLE CLASS EXERCISE

In this section, we use an example to show how class exercise can illustrate the problems that may arise in SV&V. Refer to Table 1 for the various class exercises in the four focus areas. We take Ambiguity in Requirements as a class exercise example, about the gathering of requirements for an information system development project. Requirements are of two types: functional requirements and non-functional requirements (Suri & Gassert, 2005). Functional requirements relate to the actions that a software product must carry out to satisfy the fundamental reasons for its existence. Non-functional requirements are the desirable properties or qualities that the software product must have for customer satisfaction. These are the characteristics pertaining to making the software product fast, usable, portable, reliable, attractive, and the like. However, it is in this area that a lot of ambiguity can arise. In class, the students are taught the terms that potentially may cause ambiguity and confusion in the requirements gathering process. The following lists some of these terms.

- acceptable, adequate.
- high-quality, state-of-the-art performance.
- to the extent practicable.
- efficient.
- use-friendly.
- simple, easy, flexible.
- robust.
- seamless.
- optimal, maximal, minimal, reasonable.
- including but not limited to.
- and so on.

The class exercise will then test the students’ understanding of these ambiguous terms in a requirements elicitation and gathering process. The students are given a few statements and they are supposed to identify the ambiguous term or terms that sound ambiguous and discuss how they may rephrase the requirements that will clarify the meaning, making it unambiguous. The statements are:

1. For a web-based system it is required that loading of all webpages must be completed within a reasonable amount of time.
2. Access right to data is limited to the individuals with managerial rank but those with access rights may also grant access rights to others.
3. Even though the (stock) market is open during business hours, access to stock prices should be available 24/7, supporting client access to the market at the client’s time locale.
4. A user should be able to customize the system behavior to cater to his/her own needs. Yet the system should provide a default case for everyone.
5. Every book is identified by the ISBN in the catalog. When a member of the library takes a book out on loan, the system must also identify which copy of the book was loaned out, so that the member will be responsible for any damage to that specific copy of the book upon its return.

The instructor will then lead the discussion with questions to drill down the ambiguous terms identified by the students. Are the requirements unambiguous for the developers? Are they clear enough for the customer? Who are the customers? Do we charge the customer more if the customer cannot provide us more details? Are the requirement statements testable – so
that one can demonstration satisfaction of these requirements? When should we stop discussing requirements, and become ready to do design and development?

6. PEDAGOGICAL EVALUATION OF CLASS EXERCISES

ABET-derived outcomes is a good starting point to establish the pedagogical framework for developing, implementing and evaluating class exercises (ABET-EAC, 2014). Some of these applicable ABET outcomes for SV&V domain of knowledge for class exercises are the following.

- An ability to design a system, component or a process to meet desired needs: Requirements engineering process facilitates the first stage of system design - to come up with product specifications.
- An ability to identify, formulate, and solve engineering problems: software testing is able to identify problems in many areas including requirements definition, function implementation, system integration and coding.
- An ability to communicate effectively: software engineers communicate effectively with many stakeholders such as the customers, software developers and testers to develop specified software products.
- An ability to use the techniques, skills, and modern engineering tools necessary for engineering practice: SV&V professionals are aware of the contemporary software testing tools (Lopez et al., 2015) and processes (SCAMP, 2011) or the IEEE standards for software engineering.

Each exercise is mapped onto the above ABET-derived learning outcomes to assess the effectiveness of the student learning process. In addition student feedback on each of the class exercise are to be collected using the survey template shown in Figure 4. The class exercises will be delivered starting from the fall 2015 sessions in the authors’ institution as well as the implementation partners’ institutions in this project. We plan to report the student feedback along with the analysis of the student learning outcomes in a future publication as those data become available.

7. SUMMARY

In a project aimed at developing a sustained community skilled in Software Verification and Validation (SV&V) for the software industry, we have embarked on critically reviewing and re-developing an undergraduate SV&V course in the software engineering curriculum. Apart from refining the lecture materials, we are using active learning tools in the flipped classroom approach. These active learning tools include Case Studies, Role-Play Videos, and Class Exercises. In this paper, we reported the details of the Class Exercise in our design. The Exercise consists of four generic components: Exercise Description, Instruction Notes, Student Handout and Assessment Instrument. We illustrated the Class Exercise in one module on distinguishing between Business Requirements and Functional Requirements. The finished Class Exercises in our initial implementation are also reported. The Class Exercises, along with other learning tools developed in the project will be shared and reviewed in an upcoming workshop, and will subsequently be publicly shared in the National Science Digital Library portal.
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